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Abstract

As the Cloud Computing technology becomes mature, the need increases rapidly to store sensitive
data securely on the cloud server. Since the cloud is not trusted, the data should be stored in an
encrypted form at the server. An inherent problem is how to query the encrypted data efficiently.
Recently, some searchable encryption schemes have been proposed in the literatures. Although the
existing searchable encryption schemes allow a user to search the encrypted data securely without
decrypting it, these solutions cannot support the verifiability of the search results. We argue that a
cloud server may be selfish in order to save its computation or download bandwidth. For example, it
may execute and return only a fraction of search operations and the results honestly. In this paper, we
propose a verifiable fuzzy keyword search scheme based on the symbol-tree which not only supports
the fuzzy keyword search over encrypted data, but also enjoys the verifiability of the search outcome.
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1 Introduction

As the Cloud Computing technology becomes mature, storage outsourcing is widely used to reduce op-
erational costs or private backups. By outsourcing their data in the cloud, the data owners can obtain
high quality data storage services, while reducing the burden of data storage and maintenance. To se-
curely store the outsourced data on an untrusted cloud server, sensitive data should be encrypted before
outsourcing. However, it is intractable for the data owner to search the encryption data in the server
efficiently. It is desirable to support the searching functionality on the server side, without decrypting the
data and loss of data confidentiality. However, a semi-honest-but-curious public cloud server [4] may be
selfish in order to save its computation or download bandwidth. In this scenario, the server may execute
only a fraction of search operations honestly and return a fraction of search outcomes honestly. Chai et
al. [4] firstly addressed this problem and proposed a verifiable keyword search scheme. However, the
solution only supports the exact word search. In 2010, Li et al. [11] proposed a fuzzy keyword search
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scheme over encrypted data in cloud computing. In this paper, we incorporate the two ideas to achieve a
verifiable fuzzy keyword search scheme. Compared with the previous schemes, our solution is more effi-
cient for the real applications. Besides, we proved the proposed scheme can achieve the desired security
properties.

1.1 Related Work

Plaintext Fuzzy Keyword Search Recently, plaintext fuzzy keyword search solutions have been pro-
posed [1],[9],[10]. These solutions are based on approximate string matching techniques. This problem
in the traditional information-access paradigm by allowing user to search without using try-and-see ap-
proach for finding relevant information based on approximate string matching. At the first glance, it
seems possible for one to directly apply these string matching algorithms to the context of searchable
encryption by computing the trapdoors on a character base within an alphabet. However, this trivial
construction suffers from the dictionary and statistics attacks and fails to achieve the search privacy.

Searchable Encryption Plenty of searchable encryption schemes have been proposed in recent years,
which can be categorized into public-key searchable encryption and symmetric searchable encryption.
To construct efficient schemes we focus on symmetric searchable encryption (SSE), where the same
client stores and retrieves encrypted documents. Traditional searchable encryption has been discussed in
[2],[3],[6],[7],[8],[12]. The first practical scheme for searching in encrypted data was proposed by Song
et al. [12], in which each word in the document is encrypted independently under a special two-layered
encryption construction. Boneh et al. [3] proposed a public key based searchable encryption scheme
where a user A can send a key to a server to allow the server to search data items that are encrypted using
A’s public key for the presence of certain keywords. Goh [8] proposed to use Bloom filters to construct
the indexes for the data files. To achieve more efficient search, Chang et al. [5] and Curtmola et al.
[7] both proposed similar “index” approaches, where a single encrypted hash table index is built for the
entire file collection.

Li et al. [11] proposed a fuzzy keyword search over encrypted data in cloud computing, which
utilized the multi-way tree to enhance the search efficiency. However, note that the semi-honest-but-
curious cloud server may be selfish in order to save its computation or download bandwidth. It may
execute only a fraction of search operations honestly and return a fraction of search outcome honestly.
To solve this problem, Chai et al. [4] proposed a verifiable SSE (VSSE) scheme, which ensures that the
user can verify the correctness and completeness of the search results.

1.2 Organization

The organization of this paper is as follows. Some preliminaries are given in Section 2. The proposed
verifiable fuzzy keyword search scheme and its security analysis are given in Section 3. Finally, conclu-
sions will be made in Section 4.

2 Preliminary

2.1 Notions

D = (F1,F2, . . . ,Fn): a set of n encryption documents;
W = {ω1,ω2, . . . ,ωp}: the set of distinct keywords of D;
ωi: i-th keyword of W ;
ID{Fi}: the identifier of document Fi;
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IDωi : the identifiers of document containing the keyword ωi;
Enc(sk, ·) and Dec(sk, ·): the encryption and decryption algorithms;
gk: a keyed hash function;
sk: a symmetric cipher;
{T

ω
′}: the trapdoor set of all fuzzy keywords of ω

′ ∈ Sω,d ;
4= {αi}: the predefined symbol set, where |4|= 2n, and αi ∈4 can be denoted by n bits;
GW : a tree covering all the fuzzy keyword of ω ∈W is built up based on symbols in |4|;
ε: an sequence alphabetic set of size |ε|;
Tx,y: the value of the y-th node from left to right of depth of x in GW ;
ord(Tx,y[r0]): the alphabetic order of the character Tx,y[r0] in ε;
parent(Tj,q j): the parent node of the Tj,q j node.

2.2 Definitions

The verifiable fuzzy keyword search scheme (VFKS) consists of the algorithms (Keygen, Buildindex,
trapdoor, search), which are similar to those of standard Searchable Symmetric Searchable Encryption
scheme (SSE), as well as a new algorithms Verify. The algorithms are defined as follows.

• Keygen(1k): This algorithm is run by the user to setup the scheme. It takes a security parameter k
as input, and outputs the secret key sk and the document encryption key sk

′
, where the sk is used

to generate the index and the sk
′
is used to encrypt the document.

• Buildindex(sk,W ): This algorithm is run by the user to create the index. It takes a secret sk and
the distinct keyword set of the document collection D as inputs, and outputs a symbol-based tree
GW .

• Trapdoor(sk,Sω,d): This algorithm is run by the user to generate trapdoors for all fuzzy keywords
of the user input keyword ω . It takes a secret key sk and a fuzzy keyword set Sω,d as inputs, and
outputs a trapdoor set {T

ω
′}

ω
′∈Sω,d

.

• Search(GW ,{T
ω
′}): This algorithm is run by the server in order to search for the documents in

D that contain keyword ω . It takes the symbol-based tree GW of a document collection D and a
trapdoor set {T

ω
′} of fuzzy keyword set Sω,d as inputs, and if search is successful outputs True,

IDω and the proo f , otherwise outputs False and the proo f .

• Verify(Tω , proo f ): This algorithm is run by the user to test whether the server is honest. it takes
the result of the algorithm Seach as input,(if the process Search is successful, it takes IDω , Tω and
the corresponding proo f , otherwise takes Tω and the corresponding proo f as input) and outputs
True if the server honestly search, otherwise outputs False.

Edit Distance Given two keywords ω1,ω2, the edit distance (denoted as ed(ω1,ω2)) between ω1 and
ω2 is the minimum distance of operations needed to transform ω1 to ω2. The three primitive operations
are 1) Substitution:changing one character to another in a word; 2) Deletion: deleting one character from
a word; 3) Insertion: inserting a single character into a word. Given a keyword ω , we let Sω,d denote the
set of words ω

′
satisfying ed(ω,ω

′
)< d for a certain integer d.

51



Verifiable Fuzzy Keyword Search Wang et al.

Trapdoor of Keywords Trapdoors of the keywords are realized by applying a hash function f as
follows: Given a keyword w, we compute the trapdoor of w as Tω = f (sk,ω), where the sk is the user’s
index generation key.

Wildcard-based Fuzzy Set Construction In the traditional method, all the variants of the keywords
have to be listed even if an operation is performed at the same position. By using this way, the resulted
storage cost for the index will be very large. To avoid the drawback, we exploit the method of [11]. The
method use a wildcard to denote edit operations at the same position. The wildcard-based fuzzy set of ωi

with edit distance d is denoted as Sωi,d = {S
′
ωi,0,S

′
ωi,1, · · · ,S

′
ωi,d}, where S

′
ωi,d denotes the set of words ω

′
i

with d wildcards. For example, for the keyword cat with the pre-set edit distance 1, its wildcard-based
fuzzy keyword set can be constructed as Scat,1 = {cat,?cat,?at,c?at,c? t,ca? t,ca?,cat?}.

2.3 System Model

In this paper, we consider a single-user searchable encryption scheme setting in which the user wishes to
store an document collection on an semi-honest-but-curious server, while preserving the ability to search
through them. Given a collection of encrypted documents D = (F1,F2, . . . ,Fn) and a set of keywords
W = {ω1,ω2, . . . ,ωp}. In the initialization phase, the user generates the symbol-based index tree GW

together with the encrypted documents outsource to the cloud server. Upon receiving the search request
by the user, the server maps the searching request to a set of document, where each document is indexed
by a document identifier and linked to a set of keywords. On searching, the server returns the search
results and a proo f to the user. The user can verify the correctness and completeness of search results
by the proo f . The fuzzy keyword search returns the search results according to the following rules: 1)
if the user’s searching input exactly matches the pre-set keyword, the server is expected to return the
identifier of document containing the keyword; 2) if there exist typos and/or format inconsistencies in
the searching input, the server will return the closest possible results based on pre-specified similarity
semantics.

2.4 Security Model

To facilitate our formal discussions, we make the following assumptions. The user honestly generates
his secret key sk and stores securely without being eavesdropped on by an outsider. The cloud server is
“semi-honest-but-curious”, which is not fully trusted by the the user in the following sense.

(1) The server will not delete the encrypted data documents or index from its storage. We consider the
server will honestly follow the protocol specifications in performing the storage operation only.

(2) The server is considered curiously, it may tries to analyze data in its storage and message flows in
order to learn additional information.

(3) The server may forge the search results as it may execute only a fraction of search operations
honestly. For example, to save its computation or download bandwidth, the server may be: 1)
execute only a fraction of the request trapdoors and return all the search results honestly ; 2)
execute all of the search operations and return a fraction of the search results honestly, and so on.

2.5 Design Goals

To support verifiable fuzzy keyword search over encrypted cloud data using the above system and threat
models, our system design should achieve the following security and performance guarantees: 1) our
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method should support fuzzy keyword search and enables users to verify the correctness and complete-
ness of search results; 2) our solution should prevent the server from learning additional information.
Using the scheme, the user can verifies the correctness and completeness of the search outcomes.

3 A New Verifiable Fuzzy Keyword Search Scheme

In this section, we present the proposed scheme in details and the security analysis. Our scheme consists
of five algorithms (KeyGen,Buildindex, trapdoor,search,verify).

3.1 Construction of the VFKS Scheme

• Keygen

In this process, the user generate the index generation key and document encryption key. The Key-
gen is a randomized key generation algorithm, which generate the keys in this way : sk,sk

′
R←−{0,1}

k.

• Buildindex

In this process, we incorporate the generation method of the symbol-based index in [11] and the
creation way of searching tree in [4] to construct a new symbol-based tree GW . The key idea
behind this construction is that all trapdoors sharing a common prefix may have common nodes.
The root is associated with an empty set and the symbols in a trapdoor can be recovered in a search
from the root to the leaf that ends the trapdoor [11]. All fuzzy keywords in the trie can be found
by a depth-first search. Assume ∆ = {αi} is a predefined symbol set,where the number of different
symbols is |∆|= 2n, that is each symbol αi ∈ ∆ can be denoted by n bits. The algorithm works as
follows:

(1) Initialization
– The user scan the D and build W , the set of distinct keywords of D.
– The user outsouce the encryption document collection D to the server and receive the

identifiers of each document(denote as ID{Fi} ). For all document of containing the
keyword ωi, denote the identifier set as IDωi = ID{F1}‖ID{F2} . . . ,‖ID{Fi}.

(2) Build fuzzyset trapdoor
– For each keyword ωi ∈W , construct the fuzzy keyword set Sωi,d with the wildcard-based

method [11].
– build trapdoor T

ω
′
i
= f (sk,ω

′
i ) for each ω

′
i ∈ Sωi,d with the index generation key sk and

output trapdoor set {T
ω
′
i
}.

(3) Build symbol-based index tree
– Create a depth of l/n full 2n-binary tree GW , where each node contains two attributes

(r0,r1) = (null,null) in detail and l is the out length of hash function f (x).
– For each fuzzy keyword ω

′
i ∈ Sωi,d , divided T

ω
′
i

into l/n parts, each n-bits hash value
represents a symbol in 4. Putting all the sequence of symbol filling into the GW and
appending the corresponding identifier IDωi‖gk(IDωi) to the leaf node. The algorithm
described in Fig. 1 in detail.

• Trapdoor

– Input a keyword ω , generate the fuzzy keyword set Sω,d with the wildcard-based way;
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Input:
(1) secret sk
(2) trapdoor set {T

ω
′
i
}

Output:
a symbol-tree GW

1: Create GW to be a depth of |l/n| full |2n|-ary tree
2: (r0,r1)⇐ (null,null), for each node
3: T0,0[r0]⇐ root;T0,0[r1]⇐ Enc(sk,φ);q0⇐ 0
4: For each trapdoor T

ω
′
i

in {T
ω
′
i
}1≤i≤p do

5: T
ω
′
i
= (T

ω
′
i
[1],T

ω
′
i
[2], . . . ,T

ω
′
i
[l/n])

6: j = 1
7: while j < l/n do
8: Find q j ∈ [q j−1×|2n|+1,(1+q j−1×|2n|)] such that Tj,q j [r0] = T

ω
′
i
[ j];

9: If cannot, find q j such that Tj,q j is empty
10: Tj,q j [r0]⇐ T

ω
′
i
[ j]

11: Tj,q j [r1] = Enc(Tj,q j [r0], parent(Tj,q j)[r1])

12: End while
13: if j = l/n
14: Find q j ∈ [q j−1×|2n|+1,(1+q j−1×|2n|)] such that Tj,q j [r0] = T

ω
′
i
[ j];

15: If cannot, find q j such that Tj,q j is empty
16: Tj,q j [r0]⇐ T

ω
′
i
[ j]

17: Tj,q j [r1] = Enc(Tj,q j [r0], parent(Tj,q j)[r1]) ‖ ID
ω
′
i
‖ gk(ID

ω
′
i
)

18: end if
19: Delete all empty nodes
20: return GW

Figure 1: The build symbol-based tree algorithm

– Compute T
ω
′ = f (sk,ω

′
) for each ω

′ ∈ Sω,d and output trapdoor set {T
ω
′}, meanwhile, the

user need to storage the {T
ω
′} and the number of those, which are used during the verify

process.

• Search

– Upon receiveing the search request, the server divides each T
ω
′ into a sequence of symbols;

– Performs the search over GW using algorithm described in Fig 2 and returns the IDωi and
proo f to the user.

– According to the identifier, the user can get the interest documents.

• Verify

– check whether the number of received proo f is equals to the number of sent trapdoor.

– input the Tω and the corresponding proo f , according to the algorithm describe in Fig 3, test
whether the server is honest.
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Input:
(1) Symbol-Tree GW

(2) trapdoor set {T ′ω}
Output:

(1) “Yes”,if the search is successful; “No”, otherwise
(2) document identifiers if “Yes”
(3) proof of the search outcome
1: proof⇐ T0,0[r1]; q0 ⇐ 0
2: For i from 1 to |T ′ω | do
3: T ωi = {T ωi[1], . . . ,T ωi[l/n]}
4: For j from 1 to |l/n| do
3: mark = False
4: For q j ∈ [q j−1×|2n|+1,(1+q j−1)×|2n|] do
5: If Tj,q j [r0] = T ωi[ j] then
6: mark⇐ True; proof⇐ proof ‖ (Tj,q j [r1]); break
7: End If
8: End For
9: If mark = False then

10: proof⇐ proo f ‖ j
11: return “No” and proof
12: End If
13: End For
14: proof⇐ proo f ‖ j
15: If Tj,q j has no child then
16: return “Yes”, the last parts of Tj,q j [r1] as document identifiers and proof
17: End If

Figure 2: The search algorithm of the verifiable fuzzy keyword search

3.2 Security analysis

Data Privacy. In this work, we consider only search privacy, because of privacy of the documents can
be ensured by the encryption algorithm. That is, we focus on the confidentiality of the search request and
the index T. Using the trapdoor technology, the attacker directly to get the plaintext is impossible from
the ciphertext. So we mostly concern the confidentiality of the index T. In [7], Li et al. has proved that
the fuzzy keyword search scheme is secure regarding the search privacy. Similar arguments will work
for our scheme.

Verifiable Searchability. As [8], we assume k steps are performed by the server. If “No” returned,
we would know that the first k− 1 characters are matched while Tw[k] is mismatched, which could be
described by a k bit binary sequence b = (1, . . . ,1,0); if “Yes” is returned, b = (1, . . . ,1,1).

In our scheme, firstly, we check the number of proof whether is equal to the sending trapdoors. If
not, we can say the server is not make a full search. If pass, we exploit a random sampling method to
check. For each of Proof to be tested, As [8], Similarly, starting from the last (or k-th) step, if “Yes”,
verify checks the integrity of the concatenation of the document identifiers by computing a keyed hash
of it and comparing with the received one. In fact, the completeness of the search outcome is examined
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Input:
(1) “Yes” with document identifiers or “No”
(2) proof:T1,q1 [r1]||T2,q2 [r1]|| . . . ||Tj,q j [r1]|| j
(3) trapdoor: Tω = (Tω [1], . . . ,Tω [l/n])

Output:
True Or False
1: if “Yes” b⇐ 1, . . . ,1,1; otherwise b⇐ 1, . . . ,1,0
2: if “Yes” then
3: return False if gk( ˆIDωi) 6= gk(IDωi),where ˆIDωi is the received identifiers.
4: end If
5: if j = l/n
6: decrypt the first part of Tj,q j [r1] to get (x,y)
7: if x 6= Tω [ j] or y 6= Tω [ j−1]
8: return False
9: while j ≥ 0 do

10: j−−
11: decrypt the first part of Tj,q j [r1] to get (x,y)
12: if x 6= Tω [ j] or y 6= Tω [ j−1]
13: return False
14: end If
15: end while
16: return True

Figure 3: The verify algorithm of the verifiable fuzzy keyword search

here. If the server return a fraction of the search outcome, the user can find the server is not honest. Then,
we test that whether the trapdoor equals the received symbol string of the proof. After that, j decreased
by one. If “No”, the above step is skipped. Next, verify validates the correctness of the search outcome
by decrypting the first part of Tj,q j [r1] = Enc(Tj,q j [r0], parent(Tj,q j)[r1]) to get (x,y) and testing whether:
(1) Tω [ j] equals x (2) Tω [ j−1] equals y. To cheat the search results, the server need to forge the proof.
There are two possible case: (1) the server honestly search for a fraction of trapdoors and forge the proof
for other trapdoors, at worst, the server do not any search; (2) the server forge the proof according to the
received trapdoor. For the case (1), the server must can generate a valid r1 with a different mêm 6= mem,
consider the adversary do not know the sk, it can be seen a random oracle. In case (2), the adversary may
use the r1 of another node, note that each node has a global unique r1, which will be rejected by verify.
In addition, the argument above can be applied recursively to the ( j−1)−th step in verify and so on.

4 Conclusion

In this paper, we investigate the fuzzy keyword search problem in the scenario of a semi-honest-but-
curious server, which which may execute only a fraction of search operations honestly and return a
fraction of search outcome honestly. We first propose a verifiable fuzzy keyword search scheme, which
not only supports fuzzy keyword search over encrypted data, but also enjoys the verifiability of the search
outcome. In the further work, we continue to research on verifiable fuzzy keyword search scheme that
support multi-keyword query.
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