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Abstract

An Android app can collaborate with other apps by using an intent. It can also control personal
information or use permissions granted by a user. However, users cannot detect when their apps
communicates with other apps. Therefore, they might not be aware of any information leakage if an
app happens to be malware. In this paper, we propose a method for tracking and visualizing the dif-
fusion of sensitive information and preventing its leakage on an Android device. This method, which
we call DroidTrack, alerts a user that there is the possibility of information leakage when an app uses
APIs (Application Program Interfaces) to communicate externally. These alerts are triggered only if
the app has already called APIs to collect sensitive information. Users are given the option to refuse
the execution of the API if it is not appropriate. Furthermore, by illustrating how their personal data
is shared, users are provided with the necessary information to help them decide whether an API call
is appropriate.
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1 Introduction

Recent years have witnessed the rapid proliferation of smartphones, and Android [4] has emerged as
a popular smartphone operating system (OS). App developers can easily develop an Android app and
make it available through a Web site such as Google Play Store [6]. However, an app [11]] can hijack
administrative privileges by exploiting vulnerabilities in the Android OS, and thus send out illegally
collected sensitive information.

In particular, a major issue is the widespread emergence of malware, which performs unwanted
or unexpected processing. Furthermore, apps that are not sufficiently malignant to be blacklisted as
malware call application program interfaces (APIs) that collect sensitive information inappropriately.
This makes it difficult to ensure transparency when the app handles user information. Malware that
targets the Android OS is usually intended to illegally collect sensitive information. A mobile device
contains a large amount of personal information such as names, addresses, and phone numbers, and this
information can be easily obtained by apps using the Android APIs. Moreover, many users are unaware
of smartphones’ lack of security and built-in anti-malware software. Therefore, there is a possibility of
information leakage due to malware, without the user’s knowledge.

An Android app is executed in a sandbox; communication with other apps is severely restricted, and
requires the use of an intent [[/]. Key features such as external communications and the collection of
sensitive information require permissions that are granted by the user. However, the user can neither
detect the collection of sensitive information by the app nor determine whether that sensitive information
has been leaked.
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In this paper, we propose DroidTrack, a method for tracking information diffusion and preventing
information leakage through the Android OS. This method tracks information diffusion after the app has
obtained sensitive information. DroidTrack alerts the user if there is a possibility of information leakage,
and allows the user to limit the use of the API. It monitors any app that uses an information-gathering
API, and also displays a warning when the app uses an API that sends information externally. Sensitive
information can also be leaked when one app obtains such information and sends it to another app, which
in turn sends the information externally. For this reason, DroidTrack manages apps by controlling the
use of APIs and intents. In addition, the user is allowed to decide whether the use of the API that sends
information out of the device is permitted; thus, DroidTrack can prevent information leakage. Further, the
visualization of the information-diffusion API reveals the information diffusion path, thereby enabling
the user to make such a decision when he/she inputs the availability of the API. Thus, the chances of the
user making an error in judgment are reduced.

The contributions of this paper are as follows:

(1) The proposal of a new method to prevent information leakage, which tracks the diffusion of sensi-
tive information by means of intents or APIs.

(2) Visualization method of information diffusion of Android is proposed. Although existing studies
track information diffusion using Intents or APIs, to the best of our knowledge, they do not provide
visualization and control of such information. The proposed method provides such visualizations,
which enable the user to check the information leakage path visually, and give the user more
control over the execution of information-diffusing APIs.

(3) Reduce burden of user judgment with regard to granting permissions to intents or APIs, as a
consequence of (2).

(4) The proposed method can support to analysis of the operation of a new app. Thus, the user can
determine whether the acquisition of sensitive information is necessary for the operation of the
app. It also enables the user to check whether the app communicates any information externally.

(5) The proposed method requires only modifications to the Android framework, as opposed to ex-
isting studies, which require modifications to both the framework and the Dalvik virtual machine
(VM). Therefore, our method is easier to implement.

2 Android Component and Security Issues

2.1 Android Component

In the Android OS (Figure [I), all applications run in the application layer. If an application requires
resources, it must use the APIs provided by the application framework. Android apps have individual
user IDs (UIDs), and communication with an app having a different UID is highly improbable, except
when the intent class is used.

2.2 Permission

Apps cannot use the Android APIs to access a protected resource or to gather sensitive information
without a user’s permission [3]. An app can request specific permissions, e.g., permission to connect
to the Internet INTERNET) or permission to read the status of the unit (READ PHONE STATE). The
safety of the resources is preserved by granting only the minimum permissions required by the app.
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Figure 1: Android component

2.3 Intent

Each Android app runs in its own memory space. By default, apps cannot communicate with another
app because they are strictly isolated from each other. However, it is possible to enable communication
between apps by using the intent class, which allows an app to access another app and receive the
processing results. In addition, an app can pass data either as a string or as an object.

2.4 Security issues in Android

The following are the problems associated with malware infection in the main security areas of the
Android OS:

(1) Problems obtaining administrator authority

(2) Problems with development tools such as Android Debug Bridge (ADB) [3]]
(3) Permission abuse

(4) Difficulty in detection of information leakage

(5) WebKit abuse

Problems (1), (2), and (3) are the cause of malware infection. Problem (4) and (5) are related to mal-
ware behavior. Problem (4) makes it very difficult to inform the user when the app gathers information
and what kind of sensitive information it gathers. Therefore, if a user installs malware unknowingly,
he/she cannot detect the leakage of sensitive information. In this study, we deal with problem (4) by
restricting the transmission of information outside a smartphone.

3 Design principles of the proposed method

3.1 Requirements and challenges

In order to deal with the problems associated with malware infection in the Android OS, we propose the
following requirements:

(1) Detection of all APIs vulnerable to information leakage.
(2) User judgment as to whether there is a risk of information leakage.

(3) Prevention of information leakage by disallowing the execution of the APIL
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To satisfy these three requirements, we propose the following challenges:
(A) Clarifying the conditions for information leakage.
(B) Detecting all APIs that are vulnerable to information leakage.
(C) Controlling the operations of all apps that are vulnerable to information leakage.
(D) Allowing the user to decide whether the app can receive sensitive information.

(E) Showing the details of sensitive information that may be leaked, the accessing app name, and the
name of the API used.

3.2 Solution
3.2.1 Solution for challenge (A)

Information leakage can occur when an app uses the Android APIs to obtain sensitive information and
then sends it externally (diffusion of information). The app can also obtain sensitive information by
using the intent class instead of an information-gathering API. In another scenario, information leakage
can occur when one app uses an information-gathering API, and then communicates with another app
that uses an information-diffusing API.

In this proposal, we address the following scenarios in which information leakage occurs:

(1) A single app uses an information-gathering API, an information-diffusing API, or an intent.

(2) One app uses an information-gathering API, and then communicates with another app by using
either an intent or an information-diffusing APL

3.2.2 Solution for challenge (B), (C) and (D)

As mentioned in Section 3.2.1, information leakage can occur when an app uses APIs that obtain sensitive
information and APIs that diffuse information or the intent class. Therefore, to deal with challenges (B),
(C), and (D) (detecting all uses of these APIs and controlling the operations of apps), we propose a
method to control the behavior of the app in the following manner:

e By intercepting calls to information-gathering APIs, information-diffusing APIs, or the intent class

e By determining the user’s preferences for controlling the use of APIs if either scenario described
in the Solution for challenge (A) occurs, and

e By controlling the use of the APIs or the intent class based on the user’s preferences

3.2.3 Solution for challenge (E)

The conditions for information leakage are determined when the app uses information-diffusing APIs.
When DroidTrack shows a user the potential for information leakage in a particular scenario, the user
has to judge whether there is the possibility of information leakage via the use of information-diffusing
APIs alone. In this case, it is difficult for the user to correctly judge whether information leakage may
take place.

For example, when the app is a game in which users compete for a score, it is necessary to acquire a
terminal ID in order to identify the user’s own score, and to communicate externally for the transmission
of that score. In this case, there is a possibility that the user will decide that the likelihood of information
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leakage using this app operation is low. However, the user may allow information to be leaked if the app
is malware that transmits not only the terminal ID but also information that is unrelated to the game, such
as the user’s phone number. Furthermore, when we consider Requirement (2), there is a high probability
that the user will not be able to correctly judge whether there is a danger of information leakage. For this
reason, we need to show the user when the app is diffusing sensitive information processing including
the intent.

Hence, we propose a method for visualizing the information diffusion path as a solution for challenge
(E). This enables us to assist the user in judging whether information leakage might occur when running
the app.

4 Method for tracking diffusion of information and preventing informa-
tion leakage on Android
4.1 Design principle
To address the solutions for challenges (B), (C) and (D), we propose the following requirements:
(1) The user should be informed if there is potential for information leakage.
(2) The use of APIs and the intent class should be limited based on the user’s preferences.

Requirement (1) is necessary because information must be securely provided to the user, in the form of
a warning, in order to prevent information leakage if the app exhibits potential to leak information (as
described in Section 3.2.1). In addition, the user’s preferences must be enforced at the point when the
possibility of leakage is detected. Therefore, requirement (2) is necessary.

4.2 Basic method
We propose the following modifications to the Android framework:

(1) “Hook” or intercept calls to information-gathering APIs and information-diffusing APIs, and in-
form the user of both the name of the app using the API as well as the name of the API used.

(2) “Hook” or intercept calls to the Intent class, and inform the user of both the name of the app that
uses the Intent class and the name of the app called by the Intent.

(3) Execute a process based on the user’s preferences regarding the use of the APIs or the Intent class.

The APIs are used differently depending on the type of sensitive information that is gathered by
the app. Therefore, the change described in (2) allows the user to be informed about when an app
obtains sensitive information, what kind of sensitive information is obtained, and when the app attempts
to transmit it externally. Furthermore, the change described in (3) can be used to prevent information
leakage according to the user’s preferences. In the following section, we describe a method for tracking
and preventing information diffusion by using the modified framework described above.

4.3 Control of API in the framework

Figure [2] shows the flow of control of an API in the framework. DroidTrack consists of two “Control
Apps” in the application layer and one “Calling Control AP Unit” in the application framework layer. In
Figure[2] the “Calling Control AP Unit” informs the “Control AP” whenever an app calls the information-
diffusing APIs, and returns to the “Determine Unit,” which determines the user’s preferences. “Control
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Figure 2: Flow of proposed method

AP” is an app that provides information about the API to the user, and prompts the user to choose whether
to restrict the use of the API. The following describes the details of the process flow in the framework:

(1) The app “AP” calls an information-diffusing API.

(2) The “Hook” intercepts the call to the information-diffusing API in the framework.

(3) The “Calling Control AP Unit” passes information about the intercepted call to the “Control AP.”

(4) The “Control AP” displays a warning dialog to the user if it suspects that an information leak is

possible.

(5) The user responds to the dialog to indicate whether he/she will allow the use of the API.

(6) The “Control AP” forwards the user’s preferences to the “Calling Control AP Unit.”

(7) The “Calling Control AP Unit” returns the result to the “Determine Unit.”

(8) The “Determine Unit” handles the API based on the user’s preferences, in the following manner:

(A) Error handling is invoked if the user disallows the API call by the app.

(B) The API process resumes API processing if the user permits the API call by the app.

The procedure mentioned above satisfies requirement (2) by asking for the user’s preferences before
using APIs. The APIs are then processed according to the user’s preferences.

4.4 Hook function

In order for an app to access sensitive information, it is necessary to use an information-gathering API.
For this purpose, DroidTrack hooks the information-gathering API, and obtains information about the
calling app and the sensitive information thus acquired.

The Intent class is used when sensitive information is exchanged between apps. When the Intent
class is used, DroidTrack hooks the Intent call and acquires information about the calling app. Gener-
ally, information leakage occurs when information-diffusing APIs are used and sensitive information is
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1  public void sendTextMessage(
String destinationAddress, String scAddress, String text,
Pendinglntent sentintent, Pendingintent deliverylntent) {
int retval;
retVal = CallManagementProgram.main(android.os.Process.myUid(),"sendTextMessage");

if(retVal == 1){ Call to “Calling Control AP Unit’_|

if (TextUtils.isEmpty(destinationAddress)) {
throw new lllegalArgumentException("Invalid destinationAddress");

’

}

try {
ISms icclSms = ISms.Stub.asInterface(ServiceManager.getService("isms"));
if (icclSms = null) {
icclSms.sendText(destinationAddress, scAddress, text, sentintent, deliverylntent);

} catch (RemoteException ex) {

\ U
}else {

i("@ SmsManager", "sendTextMessage : Refused!!");

| Original Process of sendTextMessage |

BRNREBcxzIana oo rwN

Processing is Changed with a “Return Value” |

Figure 3: Method of Hooking API

transmitted externally from the device. In this situation too, DroidTrack hooks the information-diffusing
APIs.

Figure [3| shows the method of hooking “sendTextMessage” API. The following describes the details
of the process in “Hook function™:

(1) “Calling Control AP Unit” is called. The uid of app and the name of API to be called are transmit-
ted before operating the original process of the APL

(2) A “Return Value” is returned by the user’s judgment.
(3) Processing is selected by the “Return Value”.

(A) If the user permits the API call by the app, an original process of API is performed.
(B) If the user disallows the API call by the app, error handling is invoked.

We investigated Android 2.3.3 (API Level 10). Table [I|shows the list of information-gathering APIs
which are hooked by our method. In addition, Table Q] shows the list of information-diffusing APIs.
The group names to which the relevant permissions concerning personal information belong to are PER-
SONAL INFO, LOCATION, ACCOUNTS, and PHONE CALLS. Another permission that is considered
as high-risk is that of COST MONEY. If this permission is abused, problems related to fee collection
arise. Moreover, app needs to use the permission which belongs to NETWORK group since network ac-
cess is needed in order to information leakage. The permissions belonging to the aforementioned group
names whose protection level is listed as “dangerous” are considered to be high-risk permissions. Thus,
we see that Table[I|and Table 2] provide us with information diffusion and information leakage details by
showing us which APIs are “hooked” by our methods.
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Table 1: Information-gathering API

API Name API Name
getCellLocation getDeviceld
getNetworkOperator getPhoneType
getSubscriberld getLinel Number
getSimSerialNumber getVoiceMailAlphaTag
getVoiceMailNumber getAllProviders
getBestProvider getGpsStatus
getLastKnownLocation editProperties
getAccounts getAuthToken
getPassword getUserData
peekAuthToken getName
getProfileConnectionState | getProfileProxy
getParams getUngzippedContent
getCertificate getAllBookmarks
getAllVisitedUrls

Table 2: Information-diffusing API

API Name

API Name

sendDataMessage

sendMultipartTextMessage

sendTextMessage

4.5 Calling Control AP Unit

The “Calling Control AP Unit” receives information from the “Hook Function” and then calls the Control
AP. This unit also receives a result from the “Control AP” and returns the result to the “Determine Unit.”

4.6 Control AP

4.6.1 Basic mechanism

Figure [4|illustrates the “Control AP” mechanism as follows:

(1) Search-Leakage Function

The “Search-Leakage Function” triggers the check for information leakage performed by the “In-
formation Diffusion Management Unit”. If there is a possibility of information leakage, it transfers
control to the “Control-Write-Out Function.” If there is no possibility, it allows the API calls to be

processed.

(2) Information Diffusion Manage Unit

The “Information Diffusion Management Unit” updates the “Information Diffusion Data Struc-
ture”’; examines the possibility of information leakage; and returns the result of whether there is
possibility of an information leakage to the Search-Leakage function. We discussed in the next

chapter how to detect information leakage.
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Figure 4: Basic mechanism of Control AP

Table 3: Diffusional information stored in the “Control AP”

Holding Information Content

UID of app Identifier of app

App name Name of app

API name Name of API which was used by App
Time The time when App used API

(3) Control-Write-Out Function
The “Control-Write-Out Function” displays a warning dialog, and then accepts and returns the
user’s preferences regarding the use of the APIs.

4.6.2 Tracking Information Diffusion and Preventing Information Leakage

The “Control AP” holds the diffusional information that is shown in Table The “Calling Control
AP Unit” passes this information to the “Control AP” when the app uses information-gathering APISs,
information-diffusing APIs, or processes an intent. The “Information Diffusion Management Unit” adds
the API name and the time to the diffusional information on the app, which called the API when the hook
data for the information-gathering API is received. If the app which called the information-gathering API
is not the management app at this time, the abovementioned processing is performed after adding the new
UID and the app name. The current app is then made the management app.

The “Information Diffusion Management Unit” checks whether the app which called the intent is the
management app, when the hook information for the intent is received. If it is the management app, the
“Information Diffusion Management Unit” adds the app which received the intent to the management
app. It also returns the result of the check, i.e. whether the intent could lead to the diffusion of sensi-
tive information, to the “Search-Leakage Function.” If there is no information diffusion, the result that
there is no possibility of information leakage is returned to the “Search-Leakage Function” without the
renewal of diffusion information. When the hook information regarding the information-diffusing API
is received, the “Information Diffusion Management Unit” will judge whether there is the possibility
of information leakage. If the app which called information-diffusion API is the management app, the
“Information Diffusion Management Unit” judges with possibility of information leakage. If the app is
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not management app, it judges with no possibility of information leakage.

5 Visualization of Information Diffusion

5.1 Remarks

In order to deal with Challenge (E), we propose the following method for visualization of the information
diffusion path. The requirement for this visualization is as follows:

(1) The visualization of the information diffusion path should be shown to the user when the “Control
AP” displays the warning dialog.

The user must judge whether there is the possibility of information leakage, and determine whether
to use a particular API by analyzing the information displayed in the warning dialog. In order to assist in
the user’s decision making, it is necessary to show the information diffusion path intelligibly when the
warning dialog is displayed.

Besides helping the user determine whether there is information leakage, the visualization of infor-
mation diffusion enables us to investigate which API the specific app has used in the past. This is made
possible by using the accumulated diffusion information. Thereby, the user can find whether the installed
app has acquired information which it does not require for its operation. Moreover, the visualization of
the information diffusion path can also be used for the analysis of malware action.

In this paper, we propose an app, which is mounted on the Android OS, for visualization of informa-
tion diffusion. This app visualizes the information diffusion path of sensitive information, and displays
this visualization when a user arbitrarily calls the “Control AP.” The “Visualization AP” is a function that
analyzes the log of the information diffusion, and displays the text output in the form of a flow chart.

5.2 Implementation
5.2.1 The Call from the Control AP

In order to satisfy Requirement 5.1-(1), the visualization function has to be called from the “Control
AP’ However, it is also considered that it may be able to judge not displaying propagation information
propagation only in a warning dialog. Then, the button which calls the “Control AP” is displayed in a
warning dialog; and depending on the user input, the “Visualization AP” is called.

5.2.2 Method of Visualization

The “Control AP” publishes the intent and passes the information to the “Visualization AP”. The “Visu-
alization AP” displays a flowchart based on the information received.

In the flowchart, personal information and the management app for pursuit are each expressed by
a node. Each node is represented by a button, and the user can view detailed information about the
node by pressing the corresponding button. This makes the graph display very simple, and also makes
the mechanism of information diffusion easy to grasp. The direction in which information is spread is
expressed by an edge (arrow). The information displayed at each node (form) and edge is given below:

(1) Information displayed at each node

(A) Sensitive information
It is desirable to display the personal information which has been acquired by information-
gathering APIs. However, when an API acquires a large amount of personal information, all
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the information cannot be fit in a node. Therefore, it is displayed at the node as “‘sensitive
information.” The sensitive information acquired and the list of APIs which acquire the
personal information are displayed by pressing the button at the node. This is making the
graph to display as simple as possible, and is for making the whole information diffusion
easy to grasp. Moreover, the direction which information diffuses is expressed with edge
(arrow). The information displayed on each node (form) and edge is flowing.

(B) Management AP
The “Visualization AP” displays the name and icon of the management app. Package name
and UID are displayed by pressing the button at the node.

(C) Information of address
The information of the address which the information-diffusing API communicates with is
displayed.

(2) Information displayed at each edges
One information-diffusing API may diffuse two or more pieces of information. For this reason,
the time at which information is diffused is displayed beside the edge. Additionally, the name of
the API that diffused information for the management app, or is trying to transfer information out
of the device, is displayed.

6 Evaluation

6.1 Viewpoint

We evaluated the proposal method by the following viewpoints:

(1) Execution control of API
When the same AP used the information-gathering API and the information-diffusion API, it was
evaluated whether an information leakage is detectable. It was also evaluated that the execution of
the use of API according to the user’s judgment.

(2) Experiment of visualization
When an information leakage has been detected by (1), we evaluated whether the information
diffusion path could be displayed by starting the “Visualization AP.”

6.2 Execution control of API

Prevention of information leakage by apps was tested using the following procedure:

(1) Obtain the phone number of the mobile device by using “getLinelNumber,” the unique device
ID by using “getDevicedId”, the serial number of the SIM by using “getSimSerialNumber” etc.
which serve as the information-gathering API.

(2) Transmit the personal information out of the device by using “sendTextMessage,” which serves as
the information-diffusing API.

Figure [5|shows the dialog displayed by DroidTrack when the example app runs. The user can detect the
use of the API by various information from the dialog. In this case, the user presses “Yes” to allow the
use of the API and “No” to disallow the use of the API. DroidTrack could prevent information leakage
by pressing “No.”
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. Warning !
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detected by SMS.

Continue ?

Uid: 10038

Name of AP: com.example.
sendmailfromapp

API to use: sendTextMessage
Date of WriteOut:
2013/12/01-13:08:41.316
List of information-gathering
APIs: getVoiceMailNumber,
getVoiceMailAlphaTag,
getSubsucriberld,getDeviceld,
getSimSerialNumber,
getline1Number,

\ Yes 1 Visualize || No
\ |

Figure 5: Warning Dialog

6.3 Experiment of Visualization

The “Visualization AP” is started by the “Control AP” when it detects an information leakage in Section
6.1. Figure [6] shows the visualization of information diffusion path. Since the user can understand the
flow of information diffusion from a figure, the user can judge whether the use of API is acceptable or not.
Moreover, detailed information is displayed by pushing the button of each node or edge. Figure|/|shows
the list of sensitive information acquired by information-gathering API. For example, “15555215554”
was acquired by “getLinel Number”.

7 Related Work

MockDroid [1]] allows the user to provide fake or “mock™ data to prevent a real sensitive information
leakage. This method requires the user to set up permissions for each app. DroidTrack, however, does
not require user setup, but needs the user’s input only when there is a possibility of information leakage.
Furthermore, DroidTrack tracks all transmitted information, including transmissions without leakage, in
order to check all API communications coming in or going out of the device.

AppFence [8] (which uses TaintDroid [2]) provides a similar approach, but it modifies the framework
and the Dalvik VM. It also uses the policy which is made except on Android. On the other hand,
DroidTrack modifies only the Android framework and is therefore easier to implement.

SEEdit [9] makes creation of a security policy in SELinux easier by implementing it in a higher-level
language. In contrast, DroidTrack can prevent information leakage without the need for specifying a
security policy.

Reference [[10] traces the diffusion of sensitive information and prevents information leakage. This
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Figure 6: Visualization of information diffusion path

Sensitive Information

VoiceMailNumber :
+15552175049
VoiceMailAlphaTag : Voicemail
IMSI : 310260000000000

IMEI : 000000000000000
ICCID :
89014103211118510720
PhoneNumber : 15555215554

close

Figure 7: List of sensitive information

method uses the tracing function to trace the sensitive information being exchanged among multiple
computers in internal network and to prevent information leakage outside internal network.

Moreover, Android has a security issue such as the abuse of WebView. App that uses WebView
can load and display web pages. App can also interact with web pages by using the APIs provided
in WebView. If this WebView feature were exploited by an attacker, JavaScript code could be used to
launch attacks, such as stealing from or tampering personal information in the device. Reference [12]
performs access control on the security-sensitive APIs at the Java object level was proposed to address
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these threats.

8 Conclusion

We proposed DroidTrack, a method for warning of the risk of information leakage, by monitoring apps
that obtain sensitive information and by keeping track of information diffusion. DroidTrack prevents
the leakage of sensitive information by controlling the behavior of APIs based on the user’s prefer-
ences. These preferences are determined when a warning dialog is displayed. DroidTrack can also detect
information leakage in scenarios where the Intent class or information-diffusing APIs are used. In addi-
tion, DroidTrack informs the user of the risk of information leakage, and displays a list of information-
gathering APIs that could diffuse information to other apps. Furthermore, since the sensitive information
which AP used can be grasped by the visualization of information leakage path, DroidTrack can supports
the analysis of information leakage path, possibility of information leakage, etc.

Moreover, we evaluated DroidTrack by the evaluation AP and compared the information diffusion
path which generated by DroidTrack with the operation of the example AP. We showed that DroidTrack
was able to prevent the information leakage and provide accurate visualization of the information diffu-
sion path when example AP ran.

In future work, we will track sensitive information that is encrypted. “Control AP” judges infor-
mation diffusion by comparing the obtained sensitive information by information-gathering API with
the sensitive information which is transmitted to other app using an intent. For this reason, information
diffusion becomes difficult when obtained sensitive information is encrypted.
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