
A Survey of Android Security Threats and Defenses

Bahman Rashidi∗and Carol Fung
Virginia Commonwealth University, Richmond, Virginia, USA

{rashidib, cfung}@vcu.edu

Abstract

With billions of people using smartphones and the exponential growth of smartphone apps, it is pro-
hibitive for app marketplaces, such as Google App Store, to thoroughly verify if an app is legitimate
or malicious. As a result, mobile users are left to decide for themselves whether an app is safe to
use. Even worse, recent studies have shown that over 70% of apps in markets request to collect
data irrelevant to the main functions of the apps, which could cause leaking of private information
or inefficient use of mobile resources. It is worth mentioning that since resource management mech-
anism of mobile devices is different from PC machines, existing security solutions in PC malware
area are not quite compatible with mobile devices. Therefore, academic researchers and commercial
anti-malware companies have proposed many security mechanisms to address the security issues of
the Android devices. Considering the mechanisms and techniques which are different in nature and
used in proposed works, they can be classified into different categories. In this survey, we discuss the
existing Android security threats and existing security enforcements solutions between 2010−2015
and try to classify works and review their functionalities. We review a few works of each class. The
survey also reviews the strength and weak points of the solutions.
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1 Introduction

Since the first introduction in 2008, Android has gained a tremendous number of users over the last
few years. Smartphones are the fastest growing technology market segment. According to Gartner [1], a
technology research and advisory firm, 1.1 billion devices running on Google’s Android OS were shipped
in 2014 alone, marking its 80 percent mobile market share. Attributing to this fast-pace increament is
the proliferation of Android apps, which provides an ever-growing application ecosystem. Officially
reported by Android Google Play Store, the number of apps in the store has reached over 1.6 million in
early 2015, surpassing its major competitor Apple Apps Store [2]. Mobile applications are essential to the
smartphone experience. Mobile applications are getting increasingly sophisticated, robust, life-engaging,
and privacy-intrusive. The market offers a wide variety of applications ranging from entertainment,
productivity, health care, to online dating, home security, and business management [3]. Users depend
more and more on mobile devices and applications.

As mobile applications are gaining increasing popularity among users, the privacy and security of
smartphone users become a concern. Due to the large user base, smart devices are used to store sensitive
personal information more frequently than laptops and desktops. As a consequence, a malicious third-
party app can not only steal private information, such as the contact list, text messages, and location from
its user, but can also cause financial loss of the users by making secretive premium-rate phone calls and
text messages [4]. At the same time, the rapid growth of the number of applications on Android markets
makes it hard for app market places, such as Google App Store for example, to thoroughly verify if
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an app is legitimate or malicious. As a result, mobile users are left to decide for themselves whether
an app is safe to use. In addition, unlike iOS, Android device owners do not have to root or ”jailbreak”
their devices to install apps from ”unknown sources”. This gives Android users broad capability to install
pirated, corrupted or banned apps from Google Play simply by changing a systems setting. This provides
further incentive for the users to install third-party applications, but exposes their privacy to significant
security risks [5].

The exponentially increasing number of Android applications, the unofficial apps developers, and the
existing security vulnerabilities in Android OS encourage malware developers to take advantage of such
vulnerable OS and apps and steal the private user information to inadvertently harms the apps markets
and the developer reputation [6]. Moreover, since Android OS is an open source platform, it allows the
installation of third-party market apps, stirring up dozens of regional and international app-stores such
as PandaApp [7] and GetJar [8]. Android malware can gain control of device, steal private information
from users, consume excessive battery, use telephony services to steal money from users’ bank accounts,
and even turn the device into a botnet zombie.

There are a large variety of Android vulnerabilities and they can occur in any layers of Android OS
stack, such as application layer or framework layer. Vulnerabilities also appear in benign apps through
the accidental inclusion of coding mistakes or design flaws. As we described before, the flawed Android
OS provides a fertile ground for attackers. There are a variety of security issues on Android phones,
such as unauthorized access from one app to the others (information leakage), permission escalation,
repackaging apps to inject malicious code, colluding, and Denial of Service (DoS) attacks.

Realizing these shortcomings in the current Android architecture, much efforts have been put towards
addressing these problems [9]. In addition to Android OS’s various security measures such as sandboxing
and Android permission model, many security and privacy solutions were proposed to cope with the
existing security Android OS vulnerabilities, including many resource management systems such as [10,
11, 12] and security solutions using different approaches and techniques [13, 14, 15]. We will discuss
the these techniques, approaches and tools in more details in section 3.

This paper aims at complementing the former reviews by expanding the coverage of Android security
issues, and malware growth. In this survey, we will cover the major proposed works in Android OS
security and privacy, and most of the existing deployed techniques and tools. The rest of this paper is
organized as follows:

We first describe the Android OS and application and their architectures in Section 2 and then the
Android security and its security issues in Section 3 and 4. After that, we explain all the existing secu-
rity mechanism and proposed solutions in Section 5. We show the comparison results of the described
solutions in section 6. Finally, conclusion in Section 7.

2 Android OS and Applications Architecture

In this section we describe the architecture of the Android OS and its applications. Android is being
developed and maintained by Google and promoted by the Open Handset Alliance (OHA). Android
OS is placed on top of the Linux kernel and it includes the middleware, libraries and APIs written in c
language, and application software running on an application framework which includes Java-compatible
libraries. Android’s source code is released by Google under open source licenses.

2.1 Framework Architecture

Android operating system is a stack of software components, which is roughly divided into five sections
and four main layers as shown in the Figure 2. Android OS layers and components are explained as
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Figure 1: Android operating system architecture

follows[16][17]:

2.1.1 Applications

Application layer is located at the top of the Android software stack. These comprise both the pre-
installed apps provided with a particular Android implementation and third-party apps developed by
individuals (unofficial) app developers. Examples of such apps are Browser, Contacts Manager, and
Email apps. More examples of such applications can be found from many official and unofficial app
markets.

• Application Framework : The application framework is a set of services that collectively form
the environment in which Android applications run and are managed. Services are provided to
applications in the form of Java classes. Application developers are allowed to make use of these
services in their applications. Application framework includes the following major services [18]:
Activity Manager, Content Providers, Resource Manager, Notifications Manager and View System.

• Activity Manager : Activity Manager Manages and controls all aspects of the application lifecycle
and activity stack. This service interacts with the overall activities running in the system.

• Content Providers : Content providers manage access to a structured set of data. They encap-
sulate the data, and provide mechanisms for defining data security. Content providers are the
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standard interface that connects data in one process with code running in another process. In other
words, this service allows applications to publish and share data with other applications.

• Resource Manager :This service provides access to non-code embedded resources such as strings,
color settings and user interface layouts from apps. This service makes it possible to maintain apps’
resources independently.

• Notifications Manager : Notifications Manager allows applications to display alerts and noti-
fications to the user. With this service, apps can notify the user of events that happen in the
background.

• View System : This service is an extensible set of views used to create application user interfaces.

2.1.2 Android Runtime:

This section describes a key component called Dalvik Virtual Machine (DVM), which is a Java Virtual
Machine (JVM) specially designed and optimized for Android. Dalvik VM takes advantage of Linux
core features such as multi-threading, multitasking execution environment and memory management,
which is intrinsic in the Java language. Dalvik VM gives power to apps to run as a process directly on
the Linux kernel and within its own VM (sandboxed). Since Dalvik is using JVM, it provides users with
a set of libraries and APIs to develop Android apps predominantly using Java programming language.
The standard Java development environment includes a vast array of classes that are contained in the
core Java runtime libraries.

2.1.3 Libraries:

The Android’s native libraries were developed on top of the Linux kernel. This layer enables the device
to handle different types of data. It provides different libraries useful for the well-functioning of Android
operating system. These libraries are written in C or C++ language and were developed for a particular
hardware. Examples of some important native libraries include the open-source Web browser engine
WebKit used to display HTML content, the well-known library libc, SQLite database engine used for
data storage purposes, OpenGL used to render 2D or 3D graphics content to the screen, Media framework
used to provide different media codecs, and SSL libraries for Internet security.

2.1.4 Kernel:

The Linux kernel is the fundamental layer of the entire system. This layer is customized specially for
the embedded environment consisting of limited resources. The whole Android OS is built on top of
the Linux kernel with some further architectural changes made by Google. This section also acts as an
abstraction layer between the hardware and other software layers. Linux kernel provides the basic system
functionality such as process management, memory management and device management. Linux kernel
also provides an array of device drivers which make the task easier while interfacing the Android with
peripheral devices.

2.2 Application Structure

Android applications which extend the functionality of devices are written primarily in the Java pro-
gramming language. In this subsection, we explain Android app package structure and its main four
components.
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2.2.1 Android .apk package

An Android application contains several files and folders packed as a package with .apk extension used
to distribute and install application software and middleware onto Google’s Android operating system.
Figure 2 depicts the structure of an Android application package. Some particular components in ap-
plication files play an important role. For example, META-INF directory includes MANIFEST.MF,
which contains a cryptographic signature and makes the entire contents of the distribution package vali-
dated. The lib directory contains the compiled code, which is specific to a software layer of a processor
and assets is a directory containing applications assets, which can be retrieved by AssetManager. The
AndroidManifest.xml is a key file within application structure, which is an additional Android
manifest file, describing the name, version, access rights, and referenced library files for the application
[19].

2.2.2 App Components

There are four different types of app components [20]. Each component, serves a distinct purpose and
has a distinct lifecycle that defines how the component is created and destroyed. Figure 3 shows the
Android app components and related interactions.

Activities : Activity is an individual user interface screen in an Android Application. Android activity
is where visual elements called Views (also known as widgets) can be placed and user can perform
various actions by interacting with it.

Services : Service is the Android way of keeping an operation going on in the background. Services
are used to perform the processing parts of your application in the background. Services are typically
used for processes that take a significant period of time such as playing music, downloading data or
uploading photos.

Content Provider : A content provider is a component for managing a data set. Content providers in
Android provides a flexible way to make data available across applications. A simple example of content
provider is the Contacts Manager app. You can get contacts in multiple applications such as your SMS
application, Dialer application, etc.

Broadcasting : Broadcast receivers is one of Android application components that is used to receive
messages that are broadcasted by the Android system or other Android applications. Examples of broad-
casts initiated by the system are battery low, network state changed, phone starts and photo captured
from camera.

3 Android Security Mechanisms

Android is a modern mobile platform that was designed to be open source and free. Android applications
make use of advanced hardware and software, as well as local and served data, exposed through the
platform to bring innovation and value to consumers. To protect that value, the platform must offer an
application environment that ensures the security of users, data, applications, the device, and the network.
Securing an open platform requires a robust security architecture and rigorous security programs. In this
section we discuss mechanisms that Android uses to make the application environment secure [21].

3.1 Android Permission Framework

A basic Android application has no permissions associated with it by default to get access to the re-
sources. Before installing an application, the current version of Android OS displays all required per-
missions by the application. The requested permissions is to enforce restrictions on the resources of the

7



Android Security Threats and Defenses Rashidi, Fung

APK
Drawable

Layout

Other

XML Files

Assets

lib

Meta-INF

res

AndroidManifest.xml

classes.dex

resources.arsc

CERT.RSA

CERT.SF

MANIFEST.MF

Figure 2: Android APK file structure

Application #1

Activity A

Activity B

Process

Intent

Application #2

Broadcast 

Receiver

Content 

Provider

Process

Activity

SQLite

Intent from 

system or 

other apps

Figure 3: Android components and their interactions

devices such as Internet connections, SMS, Storage, and Camera, etc. After reviewing these permissions,
the user can choose to accept or refuse them, installing the application only if they accept [21]. There are
four classes of permissions: Normal, Dangerous, Signature and SignatureOrSystem. In this subsection,
we explain all types of Android permissions [22].

Normal : A lower-risk permission that gives requesting applications access to isolated application-
level features, with minimal risk to other applications, the system, or the user.

Dangerous : A higher-risk permission that would give a requesting application access to private user
data or control over the device that can negatively impact the user.

Signature : A permission that the system grants only if the requesting application is signed with the
same certificate as the application that declared the permission.

SignatureOrSystem : A permission that the system grants only to applications that are in the Android
system image or that are signed with the same certificate as the application that declared the permission.

3.2 Application Sandboxing

Application sandboxing, also called application containerization, is an approach to software development
and Mobile Application Management (MAM) that limits the environments in which certain code can
execute. Android applications run in a sandbox, an isolated area of the system that does not have access
to the rest of the system’s resources, unless access permissions are explicitly granted by the user when
the application is installed. In order to protect the application’s data from unauthorized access, Android
kernel implements the Linux Discretionary Access Control (DAC) to manage and protect the device’s
resources to be misused. Each app process is protected with an assigned unique ID (UID) within an
isolated sandbox [23].

3.3 Inter-Component Communication (ICC)

Although each application executes within a dedicated sandbox, Android allows applications to com-
municate with each other through a well-defined Inter-Component Communication (ICC) mechanism or
Binder. Android middleware mediates the ICC between application’s components. The Binder or ICC
takes care of migrating the execution of a request from the requester to the target process transparently to
the applications. Applications can call the components or services of other applications as service [21].
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4 Android Security Issues and Threats

Android security is built upon a permission-based mechanism which regulates the access of third-party
Android applications to critical resources on an Android device. Such permission-based mechanism is
widely criticized for its coarse-grained control of application permissions and the inefficient permission
management, by developers, marketers, and end-users. For example, users can either accept all permis-
sion requests from an app to install it, or not to install the app. This type of permission management is
proved to be undesirable for the devices security. In this section, we discuss the main security issues of
the Android, which leads to user information leakage and puts the user’s privacy in jeopardy [21].

4.1 Information leakage

In current Android architecture design, apps are restricted from accessing resources or other apps unless
it is authorized by the users. Users have to grant all resource access requests before installing and
using an app. Information leakage occurs when users grant resources without any restriction from OS.
However, Android’s permission control mechanism has been proven ineffective to protect user’s privacy
and resource from malicious apps. Studies showed that more than 70% of smart phone apps request to
collect data irrelevant to the main function of the app [24][25]. With more than 1.4 million available
apps in Google Play, and a great number of apps from miscellaneous third-party markets, a significant
number of malicious apps have been exposed to Android users for installation. However, when installing
a new app, only a small portion of users pay attention to the resource being requested, since they tend
to rush through prompted permission request screens to get to use the application. Only a small portion
(3%) of users are cautious and make correct answers to permission granting questions. In addition, the
current Android permission warnings do not help most users make correct security decisions [26]. The
”blaming the users” approach has become a failure to protect Android users.

As pointed out in [26, 27], the reasons for the ineffectiveness of the current permission control system
include: (1) inexperienced users do not realize resource requests are irrelevant and will compromise their
privacy, (2) users have the urge to use the app and may be obliged to exchange their privacy for using the
app.

4.2 Privilege escalation

Privilege escalation or permission escalation attacks were leveraged by exploiting publicly available
Android kernel vulnerabilities to gain elevated access to resources that are normally protected from
an application or user. This type of attack can result in unauthorized actions from applications with
more privileges than intended, which causes many sensitive information leakage. Android exported
components can be exploited to gain access to the critical permissions [28].

4.3 Repackaging Apps

Repackaging is one of the most important and common security issues of the Android OS. Repackaging is
the process of disassembling/decompiling of .apk files using reverse-engineering techniques and adding
(injecting) malicious code into the main source code. Repackaging techniques that can be used on the
Android platform allow malicious code to be disguised as a normal app. It is difficult to distinguish
between a repackaged malicious code and a normal app because the repackaged app usually appears to
function in the same way as the legitimate one. The repackaging steps are as follows [29, 30]:

Unpacking : unpacking APK files using available tools such as apktool, which is a tool based on
reverse-engineering.
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Decompiling : decompiling the Java source code using JAD and extracting the source code of Java
classes.

Code injection : injecting code and adding resources into the main source code using Java developing
environments.

Repacking : rebuilding the files using apktool and signing the generated files using jarsigner.
Geimini and KungFu are examples of trojans which are based on APK repackaging. These trojans

can be bundled into many valid Android apps.

4.4 Denial of Service (DoS) attack

The increasing number of smartphone users and prevalence of mobile devices (phones, tablets) which are
connected to the Internet can be a platform for growth of DoS attacks. Since the majority of smartphones
are not equipped with the same protections (i.e. anti-virus programs) as PCs, malicious apps find it as
a proper platform for DoS attacks. Overusing limited CPU, memory, network bandwidth and battery
power are the main goals of DoS attacks [31].

4.5 Colluding

Colluding threat is a client-side attack. In this attack, users install a set of apps developed by the same
developer and same certificate and grant different types of permissions including sensitive and non-
sensitive. After installing apps, these apps can take advantage of a shared UID and get access to all their
permissions and resources [32].

5 Proposed Solutions

Considering the security issues that we described in section 4, so far there have been proposed many
studies towards the principles and practices to manage resource usage [10][11][12][33][34][35] [36][37]
and security solutions to address these vulnerabilities. The existing security and privacy solutions are
classified into three categories. We explain the categories in more details in related sections. Since pro-
posed works that we cover in this survey, use different tools and techniques to implement their solutions.
Before going into further details, in this section we described the main categories and all existing applied
techniques.

5.1 Existing techniques and mechanisms

5.1.1 Static Analysis

Those works that use static analysis approach [38][30] are based on the application’s structure and code
[39]. In this section we describe the main techniques of static analysis.

• Application Signature As we described before, any Android application has a unique signature.
Signature-based solutions check the contents or patterns of an application against a dictionary of
malware signatures. If they find a matching, they can take action. This method is somewhat limited
by the fact that it can only identify a limited amount of emerging threats, e.g. generic, or extremely
broad, signatures.

• Permission Analysis This mechanism works based on granted permissions to the applications.
They assess the risk of the granted permissions and the sensitivity of the resources. Depending on
the risk level, they analyze and detect the malicious apps.
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• Control Flow Analysis In this type of static analysis techniques, it needs to extract apps’ Control
Flow Graph (CFG) and look for existing possible resource misusing and vulnerabilities within the
application’s code. Based on the discovered threats and vulnerabilities, they make a decision on
maliciousness or vulnerability of the application.

5.1.2 Dynamic Analysis

Existing works that use dynamic analysis [40][41][42][43][44][45][46] mainly work based on application
behavior analysis during the runtime process. There are three main parameters that can be considered as
application’s behavior and activities: system calls, battery consumption, and network usage [47].

5.1.3 Crowdsourcing

Crowdsourcing is the process of obtaining needed services, ideas, or content by soliciting contributions
from a large group of people [48]. In Android OS security scope, it is defined as a process in which we
collect data from users or devices toward improving the security of devices and privacy preserving. For
example, it can be collecting the system call log of a device or users’ reviews on an app.

5.1.4 Policy-based

Using this technique, solutions require users to define several policies on the prepared services in order
to customize the service. For example, in smartphone security area, the policies can be the level of
permission granting restriction to applications.

5.1.5 Recommendation-based

In this approach, they help inexperienced users through providing recommendations on challenging app
security and privacy decisions such as granting permissions to apps and restricting apps’ resource ac-
cesses.

5.2 Taxonomy of existing solution

In this subsection we present our taxonomy of existing related security systems on Android OS. Since
existing works are implemented in different ways and architectures using different techniques and mech-
anisms, we can categorize them in many ways. Our classification is objective-based. We group existing
works in a category if they have same objective and characteristics. We categorize them into three main
category: (1) Prevention-based, (2) Analysis-based and (3) Runtime Monitoring.

5.3 Prevention-based

Since Dalvik bytecode is vulnerable to reverse engineering, hackers are increasingly aiming at binary
code targets to launch attacks on high-value mobile applications (paid/free) across all platforms. They
can directly access, compromise, and exploit the binary code (e.g., analyze or reverse engineer sensitive
code, modify code to change application behavior, or inject malicious code) [49]. Based on a new
research study done by ARXAN [50], 97% of the top 100 paid Android apps and 87% of the top 100
paid Apple iOS apps have been hacked using repackaging.

In this subsection, we review remarkable existing works with focus on app repackaging attacks (code
modification or code injection) and reverse engineering (code analysis).
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components

5.3.1 Kirin

Mitigating malicious apps at install time using certification process on apps is the main goal of Kirin [46].
Kirin uses a set of predefined security rules on apps’ requested permissions to find matched malicious
permission requests and characteristics. Here, the rules are defined based on those permissions that are
sensitive and leads to misusing of permissions and dangerous activities.

They use a static analysis tool called Pscout in order to extract all permission specifications for
Android apps without modifying the apps. Using this system at install time can help users to make
real-time decisions whether installing the apps or not. They tested the Kirin using 311 downloaded apps
from top ranked applications from an official Android app Market. After experiments, Kirin detects 5
malicious apps with a high level of security risk. Figure 5 shows the Kirin based software installer flow
and its components.

5.3.2 AppInk

In order to mitigate app repackaging, Zhou et al. [51] propose and develop a graph-based dynamic
watermarking mechanism for Android apps. They designed and developed a tool named AppInk, which
takes the source code of an app and a watermark value as inputs, in order to automatically generate a
new app with a transparently-embedded watermark and the associated manifest app.

They improve the system through embedding software watermarks dynamically into the running state
of an app to represent the ownership of developers. After embedding the watermarks, the repackaged app
can be verified by an authorized verifying party and embedded watermarks can be recognized through
the manifest app without any user effort and interaction. It is worthy to note that the embedded code
segments can be later recovered in order to extract the watermarks values. Figure 4 shows the overall
AppInk architecture and its related components.

In order to demonstrate effectiveness and resistance of the proposed solution, they study two other
works [52, 53] and the results indicate that AppInk is effective in defending against common automatic
repackaging attacks.

5.4 Analysis-based solutions

Similar to PC malware, mobile malware has begun taking steps to evade detection by camouflaging as
benign apps. In this category, the main goal is to use static and dynamic analysis to detect security-
sensitive and malicious behaviors of apps [54]. Proposed works in this category focus types of attacks:
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(1) malicious behavior detection, (2) app similarity detection in order to detect repackaged apps, (3)
misusing of granted permissions and (4) detecting apps’ vulnerabilities. In this subsection we review
works in any of the above subcategories.

Figure 6: RiskMon architecture
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5.4.1 RiskMon

RiskMon [44] tries to answer the question ”are those behaviors necessarily inappropriate?”. RiskMon
is a machine-learning approach for coping with this challenge and present a continuous and automated
risk assessment framework.

Figure 6 shows the basic architecture of the RiskMon. RiskMon combines users’ expectations and
runtime behaviors of trusted applications to generate a risk assessment baseline that captures appropriate
behaviors of applications. Users’ perceptions on applications is the key part of the framework. First, it
collects the user’s expectations on the installed apps on the device and the ranking of permission groups
in terms of their relevancy to the corresponding application. Then, based on the collected information
from the user, it builds the risk assessment baseline for her applications. Finally, using the generated
baseline, RiskMon ranks installed applications based on risk of the app’s interactions, which is measured
by how much it deviates from the risk assessment baseline.

Regarding the implementation of RiskMon, it does not address the interactions between third-party
applications and interactions that do not utilize Binder. This, indeed illustrates potential attack vectors
that can bypass RiskMon.

5.4.2 RiskRanker

RiskRanker [55], is a proactive scheme to spot zero-day Android malware [56]. It tries to assess potential
security risks caused by untrusted apps. The authors develop an automated system in order to analyze
the dangerous behavior of apps dynamically.

RiskRanker’s assessment system performs a two-stage risk analysis. First, it identifies apps with high
and medium risk. In order to identify these apps it traces nonobfuscated executions of apps that invoke
(i) launching root exploits, (ii) illegal cost creation, and (iii) privacy violation attacks. In the second stage
of analysis, in order to discover those apps that encrypt exploit code to evade the first stage analysis it
performs a further investigation through analyzing suspicious app behavior. To address this challenge,
they develop a set of heuristics to map apps to related risk categories (High, Medium, and Low risk).
Figure 7 shows the RiskRanker’s architecture.
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In order to evaluate the proposed solution, they implement a prototype to evaluate using 118,318 apps
(104,874 distinct apps) collected from different official and unofficial app markets. After the evaluation
process, the first-stage risk analysis has discovered 2,461 suspicious apps and the second-stage analysis
identified 840 apps. Among these discovered 3,281 unique apps, they successfully uncover 322 (or
9.81%) zero-day malware belonging to 11 distinct families. It should be noted that the main challenge
of the RiskRanker is that they use a same set of simple heuristics against encryption and code loading,
which is not effective.

Figure 8: DroidScope’s architecture and its instrumen-
tation interface
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5.4.3 DroidScope

Lok et al. present DroidScope [57], an Android analysis platform, which is based on Virtualization Mal-
ware Analysis (VMA). DroidScope reconstructs both the OS level and Java-level semantics views. In
fact, DroidScope is a Virtual Machine Introspection (VMI) dynamic analysis and it is built on QEMU [58]
emulator with a set of defined APIs as custom analysis plugins. In order to collect apps’ activities and
trace executions, DroidScope exports three types of APIs related to three layers of Android device: hard-
ware, framework and Dalvik Virtual Machine.

DroidScope is tested using two Android malware families, DroidKungFu and DroidDream, and the
results show that DroidScope detects them successfully. Figure 8 shows the DroidScope’s architecture
and its instrumentation interface.

5.4.4 DroidRanger

In this work [30], authors present a study to evaluate the safety of apps on Google Play and some other
existing unofficial Android app markets. They propose a two-stage analysis to detect current known
malware and zero-day malware. In order to detect known malware, they use a permission-based behav-
ioral footprinting scheme. In the second stage, they apply a heuristics-based filtering scheme to identify
certain inherent behaviors of unknown malicious families (zero-day malware).

They tested the DroidRanger using 204,040 apps collected from five different Android Markets. The
results show that DroidRanger detected 211 malicious apps: 32 from the official Android Market (0.02%
infection rate) and 179 from alternative marketplaces (infection rates ranging from 0.20% to 0.47%).
The overall architecture of DroidRanger is shown in Figure 9.
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Figure 10: DroidMOSS overview

5.4.5 DroidMOSS

In this work, an application similarity measurement system called DroidMOSS [30] is proposed that
applies a fuzzy hashing technique [59][60] to localize and detect the changes from app-repackaging
behavior. In fact, DroidMOSS is proposed to detect repackaged applications on third-party Android
marketplaces. Given an app from a third-party Android marketplace, they measure its similarity with
those apps from the official Android markets.

In order to detect a repackaged app, DroidMOSS extracts the DEC opcode sequence of an app and
generates a signature fuzzy hashing signature from the opcode. Lastly, they calculate the edit distance to
see how similar each app pair is. When the similarity exceeds certain threshold, they consider one app in
the pair is repackaged. The above scenario is showed in Figure 5.4.5.

DroidMOSS has several disadvantages. First, it only calculates the similarity for DEX bytecode and
ignores the native code. Second, the opcode sequence does not consist of high level semantic information
and this causes false negatives.

5.4.6 WHYPER

Pandita et al. propose WHYPER [61] as a Natural Language Processing (NLP) solution to measure the
compatibility of requested permissions from apps. The related apps’ descriptions provided by developers
and the answers of why the app needs the requested permissions are used to access the compatibility of
the permission requests. WHYPER takes an application’s description from the market (provided by
developers) and a semantic model of a permission as input, and determines which sentence (if any) in
the description indicates the use of the permission.

They have tested the WHYPER using 581 applications collected from current Android app markets.
The results show 82.8% accuracy, and an average recall of 81.5% for three special permissions (address
book, calendar, and record audio) that protect frequently used security and privacy sensitive resources.
The main challenge of WHYPER is those apps that are not described by app developers and this causes
false-positive detection. Figure 11 depicts an overview of WHYPER including its related components.

5.4.7 PScout

PScout [62] is proposed as a tool in order to extracts the permission specification (permission map) from
the Android OS source code using static analysis. PScout works based on a call graph, constructed
from API calls. The way that PScout extracts permission specifications is through performing repeated
reachability analyses between API calls and permission checks on a call graph that is constructed from
the Android framework’s code base.

Compared to the closest related work, Stowaway [63], PScout is able to extract more permission
specification. In the reported experimentation, they use PScout to analyze 4 versions of Android spanning
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version 2.2 up to the recently released Android 4.0. On Android 2.2, PScout extracts 17,218 mappings,
whereas Stowaway derives only 1,259. Figure 12 shows PScout architecture.

5.4.8 AndroSimilar

In [38] authors propose AndroSimilar, an approach which generates signature by extracting statistically
improbable features, to detect malicious Android apps. They claim that it is effective against code
obfuscation and repackaging. AndroSimilar uses techniques such as string encryption, method renaming,
junk method injection, and control flow modification to detect Android malware. AndroSimilar is a
syntactic footprinting mechanism [64] that finds regions of statistical similarity with known malware to
detect those unknown, zero day samples.

In AndroSimilar, they use a statistical attribute extraction approach that explores improbable byte
features for capturing code homogeneity among variants of known apps. After capturing the common
similarities among known apps, they identify code similarity of an unknown sample and explore its
similarity with known malicious family.

In fact, they generate signatures of known malware applications for different families of malware as
a database of knowledge. Later, they compare the unknown applications with the captured features. If
the similarity score of the comparison passes the pre-defined threshold, they label the app as a malware
or repackaged pp.

5.4.9 ComDroid

ComDroid [65] was proposed to detect application communication vulnerabilities. Since most of these
vulnerabilities stem from the fact that Intents can be used for both intra and inter-application communi-
cation, ComDroid examines Android application interactions and identifies security risks in application
components. Vulnerabilities include personal data loss and corruption, phishing, and other unexpected
behaviors.

ComDroid is a two-stage solution. First, it disassemble application DEX files using the publicly
available Dedexer tool [66]. After disassembling apps, it parses the disassembled output from Dedexer
and logs potential component and Intent vulnerabilities. The results of the reported experimentation on
20 apps shows that ComDroid found 34 exploitable vulnerabilities; 12 of the 20 applications have at least
one vulnerability.

In addition to described works in this section, there are many other related works: FlowDroid [67],
Amandroid [68], AppsPlayGround [69], ScanDroid [70], VetDroid [71], Pegasus [72], AppIntent [73],
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Mobile-Sandbox [74], PiggyApp [75], AnDarwin [76], Juxtapp [77], Stowaway [63], DNADroid [78],
Androguard [79], APKInspector [80], JEB [81], Andrubis [82], AndroTotal [83], RobotDroid [84],
CHEX [85], Androwarn [86], MAdFraud [87], DECAF [88], DroidChecker [89], MARVIN [90],
Shinichi et al. [91], and ProtectMyPrivacy [92]. These works all use static and dynamic analysis tools to
detect apps’ vulnerabilities and detect malicious apps.
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5.5 Runtime Monitoring

As we described before, at the middleware level, each application is sandboxed, i.e., it is running in
its own instance of Dalvik VM, and interaction and sharing between apps are allowed only through an
inter-process communication (IPC) mechanism. Android middleware provides a list of resources and
services such as sending SMS, access to contacts, or internet access. Android enforces access control to
these services via its permission mechanism. In Android permission mechanism, each service/resource
is associated with a certain unique permission tag, and each app must request permissions to the services
it needs at installation time. Everytime an app requests access to a specific service/resource, Android
runtime security monitor checks whether the app has the required permission tags for that particular
service/resource. In addition to privilege escalation protection, information leakage can be monitored
too.

In this section, we describe those works which are based on monitoring apps’ activities and permis-
sions accesses. Proposed works in this category continuously run on a device to either prevent, detect
malicious activity, or enforce fine-grained policy. It is worthy to note that policies can be defined either
by users or systems.

5.5.1 RecDroid

RecDroid [40][93][94] is a resource access permission control framework through crowdsourcing. Rec-
Droid tries to assist users to make a right decision as for whether a permission request should be accepted.
RecDroid is a crowdsourcing recommendation framework that collects apps’ permission requests and
users’ permission responses, from which a ranking algorithm is used to evaluate the expertise level of
users and a voting algorithm is used to compute an appropriate response to the permission request (ac-
cept or reject). To bootstrap the recommendation system, RecDroid relies on a small set of seed expert
users that could make reliable recommendations for a small set of applications. RecDroid also uses a
game-theoretic Bayesian model to detect the malicious users and ignore their responses [95][96].
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Figure 13 illustrates RecDroid’s architecture and its components. First, the framework allows users
to use apps without giving all permissions and receive help from expert users when permission requests
appear. RecDroid allows users to install untrusted apps under a ”probation” mode, while the trusted
ones are installed in normal ”trusted” mode. In probation mode, users make realtime resource granting
decisions when apps are running. The framework also facilitate user-help-user environment, where ex-
pert users’ decisions are recommended to inexperienced users. The framework provides the following
functionalities:

• Two app installation modes for apps that are about to be installed: trusted mode and probation
mode. In probation mode, at run time, an app has to request permission from users to access
sensitive resources (e.g. GPS traces, contact information, friend list) when the resource is needed.
In trusted mode, the app is fully trusted and all permissions are all granted.

• An architecture to intercept and collect apps’ permission requests and responses, from which rec-
ommendations are made as for what permission from which apps should and should not be granted.

• A recommendation system to guide users with permission granting decisions, by serving users
with recommendations from expert users on the same apps.

• A user-based ranking algorithm to rank security risks of mobile apps.

5.5.2 FireDroid

FireDroid [43], is a policy-based framework for enforcing security policies by interleaving process sys-
tem calls. In FireDroid, an application monitor is created to track all processes spawned in Android and
allow/deny them based on human managed policies. FireDroid identifies at runtime if an application
is executing illicit or potentially dangerous actions by intercepting the system calls the application exe-
cutes. No matter if the malware is new or a repackaged version of an existing one: when the malware
executes dangerous system calls, FireDroid can detect and enforce the appropriate security policies.

In FireDroid, they use the ptrace() function to monitor the applications’ behavior at runtime without
modifying the application or Android framework. Figure 14 show the architecture of the FireDroid and
its existing components.

The main advantage of FireDroid is that it is completely transparent to the applications as well as to
the Android OS. This fact means that users are not involved with a heavy interaction. Users only need
to define the policies for the applications and load them into the system through the FireDroid provided
policy portal.

5.5.3 MockDroid

The aim of the MockDroid [41] is avoiding of giving out sensitive data by granting fake permission and
allowing the user to provide fake or ’mock’ data to applications interactively as the application is being
used. MockDroid allows users to revoke access to particular resources at execution time and encourage
them to consider the trade-off between functionality and the disclosure of personal information whilst
they use an application. For example, providing ”no location fix available” for GPS location access could
be a way to protect from sensitive data disclosure.

While such approaches reduce the risk of leaking private information and critical resources, Mock-
Droid requires users to make decisions on every resource permission request, which is difficult for inex-
perienced users and time consuming for others.
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Figure 15: TaintDroid Components and Architecture
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5.5.4 Crowdroid

Crowdroid [45] is a behavior based malware detection system. In Crowdroid, they detect anomalously
behaving applications through a crowdsourcing framework. The authors propose a framework to analyze
the behavior of Android applications to distinguish between applications that have the same names and
versions, but behave differently.

As Figure 16 shows, it has two components, a lightweight client application which needs to be
installed on users’ devices and a remote malware detection server. The application records the behavior
of the installed applications such as system calls and send them as a log file to the centralized remote
server. The application records the system calls through a system utility called Strace. The log file
consists of the device information, list of installed applications, and behavioral data. On the server side,
the remote server will be in charge of parsing data and creating a system call vector per interaction
for users within their applications. Finally, the collected data will be clustered by 2-means partition
clustering to detect whether the applications are benign or malicious.

Since the client applications must always be available, draining the available device resources is the
main limitation of Crowdroid. The main drawback of this work is that they transfer the data on FTP
protocol, which is not safe.

5.5.5 TaintDroid

TaintDroid [97] is a data flow tracking system, which allows users to track and analyze flows of sensitive
data and potentially identify suspicious apps. TainDroid provides a tool for expert users to discover
misbehaving from potential apps. The sensitive data is automatically tainted in order to keep track
whether the labeled data leaves the device. When the labeled data leaves the device, TaintDroid records
the label of the data and the app which sent the data along with its destination address.

TaintDroid uses fine-grained labels Variable-level, Method-level, File-level, and Message-level. Us-
ing Variable-level semantics provided by the interpreter provides valuable context for avoiding the taint
explosion observed in the x86 instruction set. TaintDroid uses Message-level tracking between applica-
tions’ messages in order to minimize IPC overhead while extending the analysis systemwide. Method-
level tracking is used for Android native libraries that are not directly accessible to apps but through
modified firmware. Finally, TaintDroid uses File-level tracking to ensure persistent information conser-
vatively retains its taint markings. The above scenario is displayed in Figure 15.
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5.5.6 AppGuard

AppGuard [42], is a flexible system for the enforcement of user-customizable security policies on un-
trusted Android apps. Indeed, AppGuard works based on Inline Reference Monitoring (IRM) [98], and
helps users to enforce pre-defined user policy on third’party apps. AppGuard, not only restricts the
outreach of the third-party apps but also the operating system.

Figure 17 shows the overall view of the AppGuard. First, this solution modifies the APK packages
of third-party apps in a way that it invokes a security monitor before each security-relevant program
operation at runtime. In fact, it calls the security call before each function call to the Android system
libraries. Second, the security monitor checks whether currently enforced security policies allows the
system call from the application, and then depends on the pre-defined policy by user grant the permission
to execute or deny the requested permission and call a function to return a dummy data as result.

In order to define the policies by user, AppGuard provides user with a standalone application, which
is installed on the user device. Since AppGuard only modifies the application package and not the
operating system, it allows for enforcing policies without rooting phones or modifying the operating
system, which is the main advantage of this solution.

5.5.7 FlaskDroid

FlaskDroid [99] is proposed as a generic security architecture, in order to provide Mandatory Access
Control (MAC) simultaneously on both Android’s middleware and kernel layers. FlaskDroid support
as a flexible and effective ecosystem to instantiate different security solutions and multiple fine-grained
security policies. In order to extract operational semantics at the Android middleware, they design a
policy language inspired by SELinux [100] tailored to the specifics of Android’s middleware semantics.

They evaluated the flexibility of the FlaskDroid by policy driven instantiations of selected security
models such as the existing work Saint [101] as well as a new privacy protecting, user-defined and fine-
grained per-app access control model. They also evaluated the efficiency and effectiveness of the work
on SE Android 4.0.4 [102]. Figure 18 illustrates FlaskDroid architecture and its components.

5.5.8 Porscha

In order to protect DRM-based contents (e.g., MP3-based MMS, SMS, or email), Ongtang et al. propose
Porscha [103] as a system, developed in content proxies and reference monitors within the Android mid-
dleware to enforce DRM policies embedded in received content. The main goal of Porscha is improving
the DRM policy enforcement mechanism to ensure: (1) authorized access to protected content (2) content
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Figure 19: XManDroid architecture
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accessibility by provider-endorsed applications, and (3) ability to access contents under policy-defined
contextual constraints, e.g., time limitation, a maximum number of viewings, etc.

In Porscha, policy enforcing is a two-stage process: protection of transmitted content to the device,
and the regulation of content use on the phone. For the first stage, Porscha binds policy and ensures
content confidentiality ”on the wire” using constructions and infrastructure built on Identity-Based En-
cryption [104]. For the second stage, Porscha enforces policies by proxying content channels (e.g., POP3,
IMAP, Active Sync) and placing reference monitor hooks within Android’s Binder IPC framework. They
evaluated the Porscha using the three most popular content types: SMS messages, MMS messages, and
email. In the reported experimentation, Porscha has low content delivery latency less than 1 second.

5.5.9 QUIRE

In order to deal with ICC-based attacks and regulating interapp ICC, Dietz et al. proposed QUIRE [105],
a security mechanism, which is based on a call-chain tracking technique that provides important context
in the form of provenance and OS managed data security to local and remote apps communicating by
IPC and RPC respectively.

QUIRE is developed based on two main techniques. The first technique, which is based on tracking
the call chain of IPCs and annotating IPCs occurring within the phone such that the recipient of an IPC
request can observe the full call chain associated with the request. Second, QUIRE uses simple cryp-
tographic mechanisms to protect data moving over IPC and RPC channels. This way, QUIRE enables
applications to propagate call chain context to downstream callees and to authenticate the origin of data
that they receive indirectly.

They evaluated QUIRE through performing a set of experiments were on the standard Android de-
veloper phone using two self-developed apps. In the reported experimentation the overhead of QUIRE
for network RPC is practically insignificant.

5.5.10 XManDroid

In order to privilege escalation attacks Bugiel et al. presented XManDroid [106]. XManDroid is a secu-
rity framework that extends the monitoring mechanism of Android OS to detect and prevent application-
level privilege escalation attacks at runtime based on a system-centric system policy.

XManDroid monitors all interactions between apps and dynamically analyzes applications’ transi-
tive permission usage. Monitored communication links should pass a verification process against a set of
policy rules. Finally, depending on predefined policies, system representation allows for an effective de-
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tection of (covert) channels established through the Android system services and content providers while
simultaneously optimizing the rate of false positives. XManDroid architecture is shown in figure 19.

They evaluated the effectiveness of XManDroid on our test suite that simulates known application-
level privilege escalation attacks (including Soundcomber), and demonstrate successful detection of at-
tacks that use Android’s inter-component communication (ICC) framework (standard for most attacks).

5.5.11 TrustDroid

Bugiel et al. proposed TrustDroid [107], a security architecture, that enables lightweight domain isolation
on each layer of the Android software stack. In the other words, TrustDroid tries to isolate data and
applications of multiple trust levels in a lightweight way. Here, each domain stands for a security level
of Android OS including kernel layer, middleware layer and network layer.

In order to address the three domain isolations mentioned above, they modify three layers of the OS:
extending the Android middleware and the underlying Linux kernel to mediate IPC apps associated to
different domains, modifying the standard Android kernel firewall to filter network traffic using netfilter
and managing the file system through extending the current Android Linux kernel with TOMOYO Linux
based Mandatory Access Control [108] and corresponding TOMOYO policies. They evaluated Trust-
Droid on an Android devices (Nexus One) and in the reported results, TrustDroid performance has a low
overhead, and a low butter consumption. Figure 20 depicts TrustDroid architecture.

5.5.12 AdDroid

AdDroid [109] is proposed to manage and to separate privileged advertising functionality from host
applications in a way that applications show advertisements without requesting privacy sensitive permis-
sions. AdDroid modifies the Android OS and tries to separate host application and the core advertising
code run in separate protection domains. It also introduces a new advertising API and corresponding
advertising permissions for the Android platform. It is worthy to note that, AdDroid introduces two new
Android permissions, namely ADVERTISING and LOCATION_ADVERTISING. The AdDroid design
and its key components are presented in Figure 21.

AdDroid contains a new Android privilege separation service in order to manage advertising privi-
leges. In this way developers can incorporate advertisements into their application using the predefined
AdDroid advertising APIs. Therefore, apps are able to display advertisements without granting privacy-
sensitive permissions. In the reported experimentation, using AdDroid, 27% of advertising-supported
applications do not need Internet access, 25% do not need location information, and 8% do not re-
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Figure 23: Paranoid Android overview

quest for phone state information. They report that AdDroid would reduce over-privileging in 46% of
advertising-supported applications.

5.5.13 NativeGuard

In NativeGuard [110], Sun et al. present a framework that utilizes Android’s process isolation to sandbox
native libraries of an application. NativeGuard leverage the process-based protection in Android through
isolating native libraries from other components in Android applications. Architecture of NativeGuard
is shown in Figure 22.

NativeGuard isolation process has two main aspects. First, it separates the native libraries within an
Android application and a standalone application, where native code is not granted to have full access
to the entire application address space and the interactions between the native libraries and Java code is
fulfilled via IPC mechanism. Second, after the isolation process the native libraries are not granted the
permissions which are granted to the app at the installation process. In this way, NativeGuard decreases
the chance of permission misusing and over-privileging attacks.

5.5.14 Paranoid Android

Paranoid Android [111] is a security check system which is applied on a remote security server (cloud-
based detection framework) that host exact replicas of the phones in virtual environments. Moving the
checking process from the user device to a remote server is the main novelty of this work. It is worthy to
note that the main reason for doing the security checks on a remote server is because of lack of enough
computational resources and battery consumption on smartphones. Figure 5.5.13 shows the Paranoid
Android architecture overview.

The security check mechanism that PA follows is a two-stage process. The first stage, which should
be done on-device, is monitoring the apps’ activities and collecting and transferring logs to the server. In
order to reduce the overhead of log transfer, it sends the log only if the device is awake and connected
to the Internet. The second stage is analyzing the collected logs from devices. PA uses a ClamAV
based antivirus [112] to scan files. In addition, PA performs a taint analysis to detect memory corruption
attacks. They evaluate the system and it is reported that it is both practical and scalable: generating no
more than 2KiBps and 64Bps of trace log for high-loads and idle operation respectively, and supporting
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Table 1: Comparison results of the proposed solutions for addressing the permission management on Android OS
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RecDroid [40][93][94] 3 3 3 3 3 3 3 3 3 3 3

FireDroid [43] 3 3 3 3 3 3

MockDroid [41] 3 3 3 3 3 3 3

Crowdroid [45] 3 3 3 3 3 3 3 3 strace

RiskMon [44] 3 3 3 3 3 3 3 3

TaintDroid [97] 3 3 3 3 3 3 3

AppGuard [42] 3 3 3 3 3 3 3

AndroSimilar [38] 3 3 3 3

DroidMOSS [30] 3 3 3 keytool

AppInk [51] 3 3 3

RiskRanker [55] 3 3 3 3

DroidScope [57] 3 3 3 3 3 3 3 QEMU

DroidRanger [30] 3 3 3 3 3 3

Kirin [46] 3 3 3 3 3 3

WHYPER [61] 3 3 3 3 NLP

Pscout [62] 3 3 3 3 soot

FlaskDroid [99] 3 3 3 3 3 3 3

ComDroid [65] 3 3 3 3 dedexer

Porscha [103] 3 3 3 3 3 3

QUIRE [105] 3 3 3 3 3

XManDroid [106] 3 3 3 3 3 3 3 3

TrustDroid [107] 3 3 3 3 3

Paranoid Android [111] 3 3 3 3 3 ClamAV

AdDroid [109] 3 3 3 3 3

NativeGuard [110] 3 3 3 3 3 apktool

more than a hundred replicas running on a single remote server.

In addition to described works in this section, there are many other related works: BayesDroid [113],
TISSA [114], AppFence [115], LP-Gaurdian [116], Andromaly [117], AirBag [118], AdSplit [119],
AFrame [120], LayerCake [121], CRePE [122], Apex [123], ASM [124], Aurasium [125], Dr. An-
droid and Mr. Hide [126], Saint[101], IPC Inspection [127], MalloDroid [128], L4Android [129],
AppSealer [130], Pyandrazzi [131], Morbs [132], PatchDroid [133], CryptoLint [134], IccTA [135],
DroidBox [136], Drozer [137], CooperDroid [138], DroidPAD [139], DroidTracker [140], ProtectMyPri-
vacy [92], Ismail et al. [141]. These works all capture apps’ activities and system calls, and using a set
of predefined policies to restrict apps’ activities.
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6 Comparison and Discussion

In this section we have a comparison on the covered solutions in this survey. As we described before,
depending on the objective of them, they can be categorized into Assessment, Analysis, or Detection
categories. In addition, based on the used techniques and methodologies, we can classify them into
crowdsourcing-based, policy-based, dynamic, static, and recommendation-based classes. Considering
the way that they implement the proposed solution, they can modify the framework or not. Table I shows
the comparison results for all the covered works in this survey.

In this section we describe following four important aspects that can be concluded from the compar-
ison table and covered works:

First, most of the dynamic-based solutions use crowdsourcing and policy-based techniques. Since
dynamic-based solutions try to assess, analyze, or detect malicious apps based on the behavior of the
apps, it is not possible to make an exact decision on maliciousness of the apps. Although, some the
proposed solutions make decisions on resource access requests with high level of accuracy, most of them
involve users to make their decisions more accurate. Making users responsible for their devices and
granted permissions is another advantage of the involving users in defining policies.

Second, as we described before, the way of implementation for proposed works are different. They
can be implemented on the application level or framework and Linux kernel level. As you can see in the
Table I, most of the dynamic solutions modify the framework and Linux kernel. The need to modify the
low level of Android OS comes from this fact that dynamic solutions are based on the apps’ activities.
Therefore, the only way to monitor the applications’ activities such as system calls is modifying the
kernel or the framework.

Third, rooting the device and implementing the solution in application level is another way of imple-
mentation. In this case, they root the device and manage resource access requests through an application
service. The main problem of this type of implementation is that in fact they make the device unsafe.

Fourth, the only solution, which is based on crowdsourcing, and recommendation is RecDroid [40].
As we mentioned before, the missing key in the policy-based solutions is that none of them helps users
to make a decision on the resource requests. RecDroid is the only work that assists users through making
safe recommendations on granting the permissions to the applications.

7 Conclusion

Along with the increasing prevalence of Android smartphones, the number of Android apps including
malware is increasing daily. In spite of deployed Android security mechanisms, malware take advantage
of the Android security holes to misuse the granted resources. Thereby, many efforts have been proposed
to restrict the outreach of vulnerabilities in Android devices. In this survey we investigated the current
proposed works in two static and dynamic groups. The proposed works are primarily behavior-based and
their main contribution is tracing the apps’ system calls and analyzing the activities to restrict them from
high risk activities. After reviewing these works we came up with two questions that proposed works are
not capable of answering appropriately. First, are those behaviors necessarily inappropriate?. Second,
can we label the apps as malware or benign based on the behavior?.
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